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Abstract

Traditionally, safety critical systems have been constructed from low volume hardware and software
components specifically designed for safety critical systems. Almost all are closed systems, and the exact
designs and source code are not available for analysis or comparison; we can only evaluate the reliability
based on published reports of accidents attributed to the control systems. These systems typically cost
into the tens of millions of dollars, and can easily run into the hundreds of millions of dollars, often
putting them out of reach in developing countries, or taking funding away from other projects where
more lives could be saved. It is the belief of the authors, that safety critical systems can be created from
high volume general purpose COTS hardware and open source components and be just as reliable as
traditional low volume hardware and closed source software components. We are in fact working with the
light rail system in Guadalajara Mexico, and have an agreement to develop various projects, including a
monitoring/signaling system using open source software licensed under the GNU General Public License
(GPL).

1 Introduction

Prices for safety critical systems remain out of
reach for many developing countries, or take money
away from other underfunded programs where many
lives are lost each year. We believe that sys-
tems constructed from COTS hardware and free
software components, together with application
modules written locally using N-Version program-
ming techniques[1][2][3], internal consistency checks,
world-wide peer review, and other techniques, can
obtain a level of safety similar to that of a commer-
cial system costing millions more. We do not have

any way of verifying the level of safety of commercial
systems, but in any case, given the number of lives
that could be saved with the savings applied to road
safety systems, improved traffic lights, better health
care, etc, there is almost no question that we can
save more lives with the same amount of money that
would go for a commercial system. And, given that
these kinds of real-time safety-critical systems devel-
oped and deployed locally can reduce dependence on
foreign technology and know-how, and also serve as
educational opportunities, the advantages of locally
developed systems based on COTS and free software
are many.
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At the light rail system in Guadalajara, Mex-
ico, we have implemented two GPL licensed systems,
one to monitor the a pumping station and generate
alarms, and another to monitor the departures at the
four extremes of the current light rail system. The
second should be classified as a safety critical sys-
tem, since, operators will become dependent on it to
maintain the spacing of trains and thus the safety
of the system. Although we can not offer proof for
all of the varied circumstances, we believe that in
almost all developing countries, more lives can be
saved by spending less on proprietary safety critical
control systems, assuming that the savings are spent
in other areas that are currently under funded such
as health care, road safety, enforcement of speed lim-
its, etc.

2 Costs

Obviously, costs for proprietary safety critical control
systems can run into the tens or hundreds of mil-
lions of dollars. In one example that the authors are
aware of, a new light rail signaling system upgrade
was quoted at over 10 million dollars, when the cost
of hardware was independently valued at less then
300,000 dollars. This means that the combination of
hardware/software/installation is more than 9 mil-
lion dollars. The CBTC system that is being tested
on one line in New York City, has already cost into
the hundreds of millions of dollars. The question
we need to ask, is how much would these types of
systems cost if we could create open source versions
with all of the software and hardware design open
and based on COTS hardware. It should be rather
obvious that we can save at least on the order of
millions for each application, up to tens of millions
in some cases. For the light rail systems, the good
news is that after the first application, there are not
recurring software and hardware design costs, you
only have to pay for the new hardware, and the en-
gineering to apply everything to a new line.

3 Software Reliability

There has been a wealth of research in the
area closed source versus open source security
[7][8][12][9][10][11][13] that is also applicable to the
question of whether open source or closed source is
better for safety critical systems. This is maybe bet-
ter know as the security by obscurity debate. This
research differs in that almost all safety critical sys-
tems are kept on private networks and/or are physi-
cally isolated, and we are thus more focussed on the
correctness of the system than whether or not it is

crackable. We can not completely discount the pos-
sibility of a malicious person or persons gaining ac-
cess to the safety critical system, but, this definitely
changes the focus of the design where correctness of
the application becomes much more critical than se-
curity. Also, if malicious persons were able to ac-
cess the area of safety critical systems, it would most
probably be much easier to sabotage other physical
parts of the system, than to crack the software. Ac-
tually, according to Anderson [12], this should tip the
balance toward open source systems, as the reliabil-
ity gained by all interested parties in the world being
able to study the source code, is not offset as much by
malicious persons being able to use the source code
to formulate attacks, since safety critical systems are
on private networks and in any case, malicious per-
sons with physical access would find it much easier
to target other parts of the system than try to find
vulnerabilities in the software.

Just as with commercial software where there has
been a lot of foot dragging and cover-ups of software
defects, we expect this to be a problem for safety crit-
ical systems as well. This is actually compounded
with safety critical systems since the binaries are
even private, such that it would be quite simple to fix
safety critical bugs silently and privately. Commer-
cial software companies have been caught doing just
this, since the binaries are available and it is possible
to see the changes. We expect that there have been
many other incidents like this that have been rolled
up in service packs, and never disclosed. But, the
fact that this sort of thing can be done privately and
silently with safety critical software at the very least
deprives us of good knowledge about defects in pro-
prietary safety critical systems. A vendor that was
currently bidding on a large contract would be highly
motivated to reduce any bad publicity for instance.

One additional point with GPL software, is that
extensions to GPL licensed software can be kept pri-
vate, as long as they are not distributed, so that
critical parts of a security scheme could be kept pri-
vate for individual customers. As an example, for
a given system, we could use a custom message for-
mat and encryption methods to make it harder for
crackers able to infiltrate the network and send false
messages. The GPL version three actually extends
these abilities, allowing extensions written by third
party consultants to be kept private as well. Thus,
a certain level of ”obscurity” can be obtained even
with GPL licensed software.
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4 Software reliability of code

specific to the control system

that is not high volume free

software

Obviously, the part of the code specific to the safety-
critical control system will be low volume. With
time, we expect that there will be widely used safety-
critical control systems, but they will never achieve
the level of use for other types of free software com-
ponents. So, for these low volume pieces, we will use
N-Version programming techniques [1][2][3], internal
consistency checks, word-wide peer review, design
patterns, avoid known dangerous coding practices
and constructs, avoid known dangers system calls
and library functions, and just good programming
practices in general. We hope that the world-wide
peer review will also greatly increase the safety of
these low volume free software based components as
researchers and other interested parties world wide
review the code. We are hoping that Universities will
review this code since, previously, there has been
almost no safety critical software available for stu-
dents and researchers to analyze. Even old decom-
missioned software systems are not made public and
kept private, possibly for fear of being embarrassed
by researchers on the outside from finding defects,
and also fear of legal liability. In any case, the com-
plete lack of public review in our humble opinion ac-
tually reduces the safety of systems and allows ven-
dors to hide defects and silently repair safety-critical
issues.

5 Hardware reliability

To achieve the level of hardware reliability required
by safety critical applications there are a variety of
vendors supplying COTS hardware that has been rig-
orously tested to destruction [14], and is high volume.
This high volume of systems sold gives an advantage
to COTS systems over custom low volume hardware
that is not as extensively customer tested in as many
diverse applications. The same can be said for high
volume free software components that are not only
tested by millions of customers world-wide in many
varied conditions, but the actual source code can be
reviewed without restriction by any interested par-
ties world-wide.

6 Conclusions

Prices for safety critical systems remain out of reach
for many developing countries, or take money away

from other underfunded programs where many lives
are lost each year. We believe that systems con-
structed from COTS hardware and free software
components, together with application modules writ-
ten locally using N-Version programming techniques,
internal consistency checks, world-wide peer review,
and other techniques, can obtain a level of safety sim-
ilar to that of a commercial system costing possibly
tens or hundreds of millions of dollars more. In any
case, given the number of lives that could be saved
with tens or hundreds of millions of dollars applied
to road safety systems, improved traffic lights, bet-
ter health care, etc, there is very good possibility
that we can save more lives with the same amount of
money that would go for a commercial system. Since
these kinds of real-time safety-critical systems de-
veloped and deployed locally can reduce dependence
on foreign technology and know-how, and also serve
as educational opportunities, there are many other
advantages for locally developed systems based on
COTS hardware and free software components.
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